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Abstract— Efficient scope management is a core part of software release management and often a key factor in releasing successful software products to the market. In a case when not all the requirements for the next software product release are known ‘a priori’ and when new requirements are issued throughout the project, the risk of overscoping by including more functionality than can be implemented increases. In this paper, we report on findings from an empirical interview study about understanding the causes and effects of overscoping in a large-scale industrial set up. Six main causes of overscoping have been identified in this work, complemented by root cause analysis of the causes and concluded by effects of overscoping. The results provide an increased understanding of the scoping activity as a continuous activity and outline risks and issues that can lead to a situation of overscoping.
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I. INTRODUCTION

Software products and software product management has recently emerged as ways of developing software as a product [9][10][32]. To create successful products, a software product manager [32] has to understand and define stakeholders, elicit and manage requirements, define products portfolio and schedule content and timing of releases of these products [8][31]. In this context, requirements management has been recognized as a key area for software product companies [32], which also brings new challenges to requirements engineering. For example, a software product manager has to cope with a large number of continuously arriving requirements while effectively applying a Market-Driven Requirements Engineering (MDRE) process [17][24]. Moreover, since software products can be more easily changed and updated than other products, the release frequency is higher. This in turn increases the complexity of managing requirements changes and release planning activities. Finally, market needs for “fast rotating” software products tend to change dynamically, affected, for example, by a dynamically changing market situation [11] and evolving technologies. As a result, the selection process of which requirements to include into the next release of the software project, also called scoping [29], may change its discrete and manageable nature to a more complex and continuous task of assessing how changes in the domain impact scoping decisions.

An example of a scoping process at a large software company using a Software Product Line approach [21] was visualized and analyzed in our previous work [33] where we have reported that changes in the scope of analyzed projects happened throughout the entire requirements engineering process, constituting both many late scope inclusions and exclusions. As reported in [33], feature exclusions are mainly the results of stakeholders’ business decisions or lack of resources. However, our previous work [33] investigates only reasons for removing functionality from an overloaded scope of the project. The interesting question to pose here is what actually causes the situation of setting a scope that is too large, which we call overscoping of the project, or in other words “biting off more that you can chew”?

Thus, our objective with this paper is to complement the investigation reported in [33] by identifying reasons for overscoping. To achieve this goal, we have conducted an empirical interview study with nine practitioners working with requirements engineering, software development and product testing at a large company, preceded by a pre-study which indentified possible causes of overscoping, as well as the effects of overscoping at the case company. Our responders confirmed four of five assumed causes of overscoping and pointed out a sixth cause of overscoping, namely unclear vision of overall goal. Additionally, we report root causes of overscoping and provide a list of five possible effects of overscoping mentioned by our responders.

The reminder of this paper is structured as follows: Section II provides related work. Section III provides background information about the context of our industrial case study. Section IV describes the methodology used in this study. Section V describes the results from the interview study. Section VI provides our interpretation of the results and discussion including limitations of this study. Section VII provides conclusions and further work.

II. RELATED WORK

Releasing a successful software product in a market-driven context, where the ‘customer’ is an anonymous consumer market, is inextricably related to the challenge of meeting those customers’ demands [2][14]. Therefore, the release time is also important [6][23][34], or even, for some
cases, more important than the functionality that the newly released product is providing. Since there is no consensus made between a customer and a contractor of the system, the scope of the project has to be set using prioritization techniques based on market predictions and effort estimates [4][16]. Finally, the market is primarily verifying the final products [24].

Requirements in MDRE (Market-Driven Requirements Engineering) are invented rather than negotiated and there is no actual customer that can agree to the requirements [17][22][24]. Moreover, as reported by Lubars et al. it is a challenge to interpret customer requirements [19] and to understand who our customer is, in order to be more responsive to their needs. This challenge is also mentioned by Karlsson et al. [17]. Lubars et al. mention the need for prioritizing requirements and the increased rate of requirements change in MDRE [19]. Karlsson et al. [17] and Regnell and Brinkkemper [24] report managing the constant flow of new requirements and release planning based on uncertain estimates among challenges special for MDRE. Finally, reaching a state of congestion as a consequence of allowing more requirements to enter the MDRE process than can be handled with the available resources has also been mentioned as one of the challenges in empirical studies [17][23].

Release planning is where requirements engineering, or market-driven software product development, meets the market perspective [5]. It is an integral part of software product management, where multiple releases are considered in a release plan [32]. A roadmap document is often used to layout the product releases to come over a time frame of three to five years [24]. The product roadmap is then elaborated by product managers to a set of product requirements for the various releases [24]. This set of product requirements serves as a kernel of the software product to be built by developers. The selection of the ‘right’ requirements for a certain release is normally preceded by requirements prioritization [16] and cost estimation [15]. The selection process is not a trivial task, due to, for example, most features having dependencies to other features [3], or decisions concerning what to include in the next release of a project are often altered [33]. As a result, the selection process often becomes an uneasy compromise where the development of commitments already made may need to be sacrificed at the expense of wasted effort. Therefore, scope management is considered as one of the core functions of software release planning and a key activity for achieving economic benefits in product line development [29]. Much research has been made in the area of release planning, for example, by proposing release planning methods using linear programming [1], the analytics hierarchy process [28], stakeholders’ opinions on requirements importance [16][28] and using linear programming techniques using requirements interdependencies [5].

III. THE CASE COMPANY

Our results are based on empirical data from industrial projects at a large company that is using a product line approach [21]. The company has more than 5000 employees and develops embedded systems for a global market. There are several consecutive releases of a platform (a common code base of the product line) where each of them is the basis for one or more products that reuse the platform’s functionality and qualities. A major platform release has a lead time of approximately two years from start to launch, and is focused on functionality growth and quality enhancements for a product portfolio. Minor platform releases are usually focused on the platform’s adaptions to the different products that will be launched with different platform releases.

A number of different organizational units within the company are involved in the development. For this case, the relevant units are the Requirements Unit that is responsible for planning the scope and managing the requirements, the Software Unit that develops the software for the platform and the Product Unit that develops products based on the platform releases. Within each unit there are several groups of specialists for different technical areas. They are responsible for the work in various stages of the development process in the case company. For this case, the most essential groups are called Requirements Teams (RTs) (part of the Requirements Unit) that elicit and specify system requirements for a specific technical area, and Design Teams (DTs) (part of the Software Unit) that design, develop and maintain software for the previously defined functionality. Each RT has a team leader who manages the team. Another role belonging to the Requirements Unit is the Requirements Architect who is responsible for managing the scope at the high level and therefore also manages and coordinates the RTs. In the DTs there are a number of different roles, namely

- **Design Team Leader** who leads and plans the team’s work for the implementation and maintenance phase
- **Design Team Requirements Coordinator** who leads the team’s work during the requirements management and design phase, and coordinates the requirements with the RTs
- **Developer** who designs, develops and maintains the software
- **Tester** who verifies the software

The software unit also has a project management team consisting of among others Quality Managers who set the target quality levels and follow up on these, and Software Project Managers that monitor and coordinate the DTs and interact with the Requirements Architects. The product development unit is responsible for a number of different tasks, for this study System Testing is relevant. By testing
the products, including the platform they have experience of the implemented functionality and quality of the platform.

The company uses a stage-gate model with several increments. There are Milestones (MSs) and Tollgates (TGs) for controlling and monitoring the project progress. In particular, there are four milestones for the requirements management and design before the implementation starts: MS1, MS2, MS3, and MS4, and three milestones for the implementation and maintenance: MS5, MS6, MS7. For each of these milestones, the project scope is updated and baselined. The milestone criteria are as follows:

**MS1:** At the beginning of each project, long-term RT roadmap documents are extracted to formulate a set of features for an upcoming platform project. A feature in this case is a concept of grouping requirements that constitute a new functional enhancement to the platform. At this stage, the features usually contain a description, its market value and effort estimates. The level of details for the features should be set up in a way that enables judgment of its market value and implementation effort. Both values are obtained using a cost-value approach [16]. The cost for implementation and the market value of features are the basis for initial scoping inclusion for each technical area. The features are reviewed, prioritized and approved. The initial scope is decided and baselined per RT, guided by a project directive and based on initial resource estimates in the primary receiving DT. The scope is then maintained in a document called *Feature List* that is regularly updated each week after a meeting of the Change Control Board (CCB). The role of the CCB is to decide upon adding or removing features according to changes that happen. **MS2:** Features are refined to requirements which are specified by the RTs. One feature usually contains ten or more requirements. The features are assigned to main DTs that are responsible for designing and implementing the assigned features. The requirements are reviewed together with the main DTs and approved. Other (secondary) DTs that are also affected by the features are identified. The DTs make an effort estimate per feature for both main and secondary DT. **MS3:** DTs refine system requirements and start designing the system. The set of secondary DTs are refined along with the effort estimates, and the scope is updated and baselined. **MS4:** The requirements refinement work and the system design are finished, and implementation plans are produced. The final scope is decided and agreed with the development resources, i.e. the software unit. **MS5:** All requirements are developed and delivered to the platform. **MS6:** The software in the platform is stabilized and prepared for customer testing. **MS7:** Customer-reported issues are handled and the software updated. The software is ready to be released.

According to the company process guidelines, most of the scoping work should be done before reaching the second milestone of the process. The requirements are written in domain-specific, natural language, and contain many special terms that require contextual knowledge to be understood. In the early phases, requirements contain a customer-oriented description while being refined to detailed implementation requirements at a late stage.

### IV. Research Methodology

The research was conducted using a two-phase qualitative research approach. Qualitative research aims to understand complex phenomena in the context where they exist. It can also be considered to be a suitable design for an improved understanding for a phenomenon of which the understanding is limited [30]. The phenomena can be investigated through studying peoples’ verbalized thoughts about the context in which they act [20]. A qualitative approach is suitable when the study focuses on diversities rather than similarities. It is also appropriate when individual perceptions are to be studied prospectively, using a series of interviews [27].

The study reported in this paper has been planned into two phases. In the first phase one of the authors, with experience from working for the case company, analyzed the current situation within the company and derived a set of hypotheses that describes the causes and challenges related to requirements engineering (of which overscoping was one). The results from phase one were used in the second phase of the study, namely the interview study with practitioners in the case company. The details of both phases are described in the sections that follow.

#### A. Phase one – an investigation of the situation at the company conducted by an experienced practitioner.

Based on the experience of one of the authors (that has been an employee at the case company, with experience in several areas including coding, design, requirements engineering and process development), a number of challenges around requirements engineering in industry were identified, as well as, a number of possible causes and effects of these challenges. In this paper, we report only on the causes and effects related to one of the challenges, namely overscoping. These were discussed and adjusted over a period of a couple of months and they served as input for creating an interview instrument for phase two of the study. For overscoping, the following possible causes were identified:

1) *Continuous requirements inflow via multiple channels (C1)*  The continuous inflow of requirements from the market and internally is managed by batching those requests into one or two projects per year. In addition to new requests via these projects, a lot of change requests come in after the scope for a project is set.

2) *No consolidated overview of software development resources (C2)*  The resource allocation for software development resources is handled at the DT level, i.e. each DT manages the allocation of resources to different projects. This means that there is no consolidated view of the current load and/or availability of the resources for the Software

...
Unit as a whole either in total or per project, since each DT has that information in their separate plans.

3) Lack of DT involvement in early phases (C3) DTs are not involved enough in the early project phases (MS1-MS4) with providing cost estimates and feedback during requirements writing.

4) Requirements not agreed with DT (C4) The requirements specification is not always agreed with DTs at MS2. Even if there is a formal review by DTs, it is often with a low level of commitment from DTs both with respect to agreement on requirement details and feasibility of the suggested scope.

5) Detailed requirements upfront (C5) A detailed requirements specification (SRS) is produced by the RTs by MS2. Setting the detailed requirements before the design starts limits the room for negotiation around details that could enable a more efficient design and realistic development plan, as well as, allowing for a more agile handling of requirement changes caused by shifting market needs.

B. Phase two – an interview study with other practitioners in the case company

The purpose of the interview instrument is to explore and challenge the conjectures about reasons of overscoping in terms of both omissions and commissions, as well as, to investigate the consequences of the explored reasons. A set of additional requirements-engineering challenges were also included in the interview instrument, but not analyzed in this paper. Interviews were planned to be semi-structured with a high degree of discussion between the interviewer and the interviewee. All challenges planned to be discussed during the interviews were considered as complex challenges that can have many facets. Thus, for each of the main challenges (including overscoping) an open ended question about the challenge was asked: if it was a challenge, what causes it and what effects it has. This was done to find the root causes of the main challenges without imposing the assumptions made during the pre-study on the interviewee. If the interviewee did not explicitly mention an assumed cause they were specifically asked about their view on it. This step was performed to find the root causes of challenges derived from the pre-study and also issues added during the interview [30]. A section at the beginning of the interview was designed to briefly go through the development process and allow the interviewee to talk freely about the roles and phases she had experience from. The interviews were scheduled for 90 minutes each with the possibility to reduce time or prolong it. It was also decided to record all interviews for further transcription and analysis. After the interviews, transcripts were planned to be sent back to the interviewees for validation. Since we wanted to cover the whole chain from requirements definition through development (design, implementation and testing) to the end product (quality assurance, product projects) people from all relevant organizational units (Requirements, Software and Product development, see Section III) were selected. Nine persons were selected to be interviewed. Two of the interviewees (with identical roles) requested to have their interview together. The roles and organizational belonging, as well as, the experience of the interviewed persons can be found in Table I. We have used a coding for the interviewees that also includes their organizational belonging. For example, interviewees belonging to the requirements unit are tagged with a letter R, belonging to product unit with a letter P and belonging to software development unit with a letter S.

TABLE I. INTERVIEWEES ROLES, ORGANIZATIONAL BELONGING AND EXPERIENCE (SEE SECTION III FOR ROLE DESCRIPTIONS)

<table>
<thead>
<tr>
<th>Code</th>
<th>Organizational unit</th>
<th>Role (experience)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ra</td>
<td>Requirements</td>
<td>RT leader (5 years)</td>
</tr>
<tr>
<td>Rb</td>
<td>Requirements</td>
<td>RT leader (2 years)</td>
</tr>
<tr>
<td>Rc</td>
<td>Requirements</td>
<td>Req Architect (3 years)</td>
</tr>
<tr>
<td>Pd</td>
<td>Product</td>
<td>System Test Manager (7 years)</td>
</tr>
<tr>
<td>Se</td>
<td>Software</td>
<td>Tester (3 years)</td>
</tr>
<tr>
<td>Sf</td>
<td>Software</td>
<td>Software Project Manager (2 y), DT leader (2 y), Developer (2 y)</td>
</tr>
<tr>
<td>Sg</td>
<td>Software</td>
<td>Quality Manager (3 years)</td>
</tr>
<tr>
<td>Sh</td>
<td>Software</td>
<td>DT reqs coordinator (0,5 y), Developer (2 y), DT leader (1 year)</td>
</tr>
<tr>
<td>Si</td>
<td>Software</td>
<td>DT reqs coordinator (7 years)</td>
</tr>
</tbody>
</table>

C. Threats to validity

The quality of a qualitative study relies on the quality of the investigator [27]. All persons involved in this interview study have previous experience in conducting interview studies. The interview instrument used in this study is a result of a pre-study where the goal of the study and the questions to ask during the interviews were discussed and improved iteratively. During the analysis phase, there is a risk of quotations becoming out of context when dividing into separate coded segments [7]. To address this threat the observer triangulation method was used [27]. One researcher randomly selected two interview recordings and performed an independent transcription and coding. Differences were then discussed and conflicts were resolved. Furthermore, we have used a data triangulation method where an analysis of the current situation derived by an observation inputs and complements the interviews conducted [27].

V. RESULTS

The analysis performed in phase one of this study revealed that the overscoping challenge is a complex phenomenon which can have many potential causes. The results of the interviews presented in this section are divided into two main parts. The first part comprises the results of validating the five assumed causes, derived from phase one of the study, while the second part of this section comprises the results of the follow up questions about the root causes of the five main causes discussed during the interviews,
complemented by the interviewees’ views on the effects of overscoping.

While analyzing the results, a sixth main cause for overscoping was identified. Five of the eight interviewees mentioned issues related to company-wide strategy and plan for future products and weak business priority of scope. Based on that the following cause has been added: *Unclear vision of overall goal* (C6). The overall strategy concerning business directions for software development is unclear. Instead scope is proposed from a technology aspect for each business directions for software development is unclear. The result is a prioritized list, where almost everything is ‘Critical’ and there is no unified priority of the whole scope for a project.

**A. Validation of Assumed Causes (C1-C5)**

The viewpoint of each interviewee was categorised per organization and matched against the original assumptions about causes for overscoping, as well as, the added cause concerning unclear vision of overall goal. The results are presented in Table II where the viewpoint for each interviewee on the impact of each cause on overscoping (the main challenge) was classified in the following way:

- **Experienced**: the cause, both its occurrence and its impact on challenge, is experienced and was mentioned without prompting
- **Agreed**: either the cause (occurrence and impact) was not directly mentioned, but derived or agreed after direct question, or when interviewee has no direct experience, but observed it/heard about it from others
- **Partly agreed**: partly Experienced or partly Agreed
- **Disagreed**: does not agree to the cause, either its occurrence or that it contributed to the main challenge
- **Not mentioned**: even though within expected experience for role
- **NA**: not within the expected experience for the role (according to the process).

**TABLE II - RESULTS FOR CAUSES OF OVERSCOPING PER ORGANIZATIONAL UNIT**

<table>
<thead>
<tr>
<th>Organizational unit</th>
<th>Overall</th>
<th>C1 Cost inflow</th>
<th>C2 No consolidated view of software capacity</th>
<th>C3 Lack of DT involvement</th>
<th>C4 Requirements upfront</th>
<th>C5 Detailed requirement specification produced upfront</th>
<th>C6 Weak vision of overall goal</th>
</tr>
</thead>
<tbody>
<tr>
<td>Experienced</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Agreed</td>
<td>1</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Partly agreed</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Disagreed</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not mentioned</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>NA</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

All of the interviewees had *Experienced* or *Agreed* to overscoping as a challenge. A majority of the interviewees had *Experienced* or *Agreed* to causes 1-3, while causes 4 and 5 both had less than a majority *Experienced* or *Agreed* and some *Not mentioned*. See Table II for more details. For all pre-assumed causes there were some counts of *Partly Agreed*.

**Overscoping in general** The two RT leaders (Ra and Rb, who were interviewed together) had different opinions about to which extent overscoping was a challenge. They had both experienced it as a challenge, but one of them (Rb) saw it as a manageable challenge and was therefore classified as ‘Agreed’.

**Continuous requirements inflow (C1)**: The Quality Manager interviewee (Sg) is classified as ‘Partly Agreed’ since she did not mentioned the aspect of parallel projects contributing to overscoping, just that there was a continuous inflow of requirements changes after the scope was set and that this contributed to overscoping.

**No consolidated view of Software Unit capacity (C2)** Interviewee Si agreed to the fact that there was no consolidated view of the available resources and that this increased the overscoping, though the interviewee did not believe it would have alleviated the problem to any great extent, indicating that the cause of overscoping was caused to a lesser degree by the lack of consolidated information on available software development resources. On the other hand, interviewee Sf saw this as a strong cause for the overscoping: “There was no plan. There was no control of what people were working with. There were different DT leaders who just pumped out [tasks].”

**Lack of DT involvement in early phases (C3)** Both the DT requirements coordinators (Sh, Si) agreed to the lack of cost estimates from the DTs, though they both stated that they in their role as DT requirements coordinators have experienced a good cooperation with the RT leaders during the phase where the system requirements specification is produced (MS1 – MS2.)

**Requirements not agreed with DT (C4)** Similarly to the previous cause (Lack of DT involvement) the DT requirements coordinators (Sh, Si) agreed that the requirements were not committed to by the development team at MS2, but they experienced that the requirements themselves were agreed. One of the DT requirements coordinators (Sh) mentioned that the agreement around the system requirements specification was primarily with the DT requirements coordinators and not with the developers and testers in the DT.

**Detailed Requirement Specification produced upfront (C5)** The validation of this cause is weaker than for the others, since three of the interviewees are noted as *Not mentioned*. The only interviewee who *Experienced* that C5 contributes to overscoping was Sh. The interviewee stated that it was easy for the DTs to get enthusiastic when seeing the detailed requirements and committing to features without having sufficient resources to complete them. Interviewee Rb (RT leader) was classified as *Agreed*. This responder has an agile way of working where the requirements are not formally documented. Instead a significant amount of time is spent on regularly and directly interacting with the DT. The interviewee’s experience is that this gives the RT leader more control and insight into the actual development and enables a more flexible discussion around detailed requirements, making the challenge of overscoping more manageable. Interviewee Ra (who was interviewed at the same time) agreed to Rb’s conclusions and was classified as
Partly Agreed. Interviewee Sf believed that the wasted effort of producing and agreeing to detailed requirements for features that were later descoped increased the overscoping since it hindered those resources from working on viable features.

The entries marked NA (Not Applicable) indicate that interviewee is not expected to have experience of an item as causing the main challenge. The System Test Manager (Pd) and the Quality Assurance Manager (Sg) were both classified as NA for all causes except C1 (Continuous inflow) since they in their roles are not involved in the early phases of the projects or in the requirements work, while still having insight into the requirements flow from their positions at the management level. The SW tester (Se) was not involved in the planning and work distribution, and the causes C1 (Continuous inflow) and C2 (No consolidated overview of SW capacity were marked as NA for her.

B. Root Cause Analysis of Causes of Overscoping

To provide a deeper understanding, rather than just confirming or rejecting our assumptions about the causes of overscoping derived from the pre-study, the interviewees were asked to describe the root causes that may be triggering overscoping for each of the assumed causes (C1 to C5.) The additional triggers mentioned during the interviews (resulting in identifying the sixth cause C6) are included as root causes for C6. In Figure 1, the full picture summarizes our interpretation of the interview material concerning the root causes of the six main causes (outlined in Sections IV.A and V). For each root cause and effect the interviewee from whom the connections are derived is noted within parentheses.

Root causes of C1: Continuous requirements inflow via multiple channels

a) Long lead times (Rc)
b) Large number of product variants (Rc, Sf)
c) Software-internal roadmap (Ra, Sf)
d) Indirect requirements on other DTs (Sf, Sh)

In addition to the regular requirements flow, defined by the RTs, two other sources of requirements were mentioned; the Software Unit itself (Ra, Rb and Sf) and the products in the product line that required new variants to be supported (Sf, Rc.) One of the DT requirements coordinators (Sh) also described that as the design work progressed (after MS2), an indirect requirements flow was identified with requirements on other than the main DTs. These requirements, caused by dependencies in the system, greatly increased the amount of requirements to be implemented, especially for DTs responsible for service-layer functionality like UI framework and communication protocols. The long lead times of the regular requirements flow (approx 2 years) caused (as seen by Rc) market and product requirements coming in later and both causing changes to the scope and also increasing the overscoping.

![Diagram of Causes, root causes and effects of overscoping](image-url)

Figure 1. Causes, root causes and effects of overscoping. Reference to interviewee code noted within brackets.
**Root causes of C2: No consolidated view of Software Unit capacity**

a) Organizational structure (Sf, Sh)
Two out of three interviewees with experience from DTs clearly mentioned the organizational structure as the cause of not having a consolidated view of availability of the software development resources. Other parts of the interview material show that there are communication problems between DTs.

**Root causes of C3: Lack of DT involvement in early phases**

a) Lack of DT resources for pre-development work (Rc)
b) Lack of respect/understanding for development costs (Se, Sf)
c) Low Software Unit development capacity (Ra, Rb)
d) Low competence in cost estimation (Rb, Sh)
e) Late scope info to DT (Si)

Concerning having DTs involved in the early phases of the projects, interviewee Rc says: “That was what we tried to do by MS2, but it was hard to get [DT] resources. To be honest, that probably was the problem.” In contrast to this, one DT reqs coordinator (Si) mentioned that at times the DT would get information on the new requirements very late, not giving the team sufficient time to analyse them. This was thought to be an effect of the RT and DT belonging to different organizational units. The difficulty in making good cost estimates was mentioned by Rb and Sh as a reason for the estimates (that were made at MS2 and later) not correctly reflecting the actual development effort. The two RT leaders (Ra, Rb) strongly expressed that the Software Unit’s development capacity was very low and believed this was due to bad architecture. On the other hand, two interviewees from DTs (Se, Sf) described situations where cost estimates for both development and for testing were not respected and decisions to accept requirements for implementation were made without realistic plans.

**Root causes of C4: Requirements not agreed with DT**

a) C3 Lack of DT involvement in earlier phases (Se, Sh, Si)
b) Physically distance between Requirements and Software units (Re)
c) Organizational structure, separate Requirements and Software units (Re)
d) Communication gap between Developers and Testers within DT (Se)

All three interviewees with experience from planning DT development (Se, Sh, Si) stated that the lack of DT involvement in the early phases (C3) caused a lack of commitment to develop the new requirements. The view on the level of agreement to the actual detailed requirements varied between interviewees Si and Sh, see validation of C3 and C4 in Section V.A. Interviewee Si experienced a good cooperation with the RT, but that the different organizational belongings caused timing issues due to different priorities and focus of the different units. One interviewee (Re) had experienced that, in general, the requirements were not agreed between RT and DT, and believed that this was due to weak communication caused by organizational and physical distance (office space in different buildings) the teams. The interviewed DT tester (Se) had also experienced weak communication between developers and testers around both requirements and design within the DT that caused lack of agreement.

**Root causes of C5: Detailed requirements specification**

a) Given by the process
The process defines that a requirements specification should be produced by MS2.

**Root causes of C6: Unclear vision of overall goal**

a) Unclear business strategy for software development (Ra, Rb)
b) Scope set from technology focus (Ra, Rb, Sh)
c) Weak coordination between RTs (Sh)
d) Weak priority of scope (Rc, Si)

Four of the interviewees (Ra, Rb, Rc, Sh) mentioned these related issues as causes for overscoping. The RT leaders (Ra and Rb) lacked a clear business strategy and vision that could guide them in defining features for their technical area. Instead they, and interviewee Sh, stated that the project scope was proposed from a pure technology standpoint. Sh had also experienced that the scope defined by the RTs was not coordinated between RTs. Si described that due to a weak business priority of the features proposed by each RT (almost everything was ‘critical’) the DTS were pushed to commit to unrealistic project plans. And Rc saw the lack of a unified priority of the suggested features as a factor that made it hard to effectively address the challenge of having too much in scope at the project level.

C. **Effects of Overscoping**

Five main effects of overscoping were identified in the study. They are as follows:

**E1: Many changes after project scope is set** (all)

which in turn has the effect of

- Wasted effort (Ra, Rb, Re, Se,Sf, Sh, Si)
- Decreased staff motivation (Ra, Rb, Rc, Se, Sf)

All interviewees have experienced that a large amount of requirement changes take place after the project scope is (supposed to be) set, i.e. at MS2. It is very common for large amounts of features to be removed from scope (descoped) as the project proceeds. The phenomena is so common that the phrases ‘overscoping’ and ‘descoping’ have become part of company vocabulary. Five out of the eight interviewees expressed frustration and decreased motivation, mainly to work with new requirements, as an effect of overscoping since both the requirements and the design work (and, in some cases, implementation work) is wasted when features are removed from the project scope.

One of the interviewees with experience from working in a DT said: “There are many things that you as a tester or developer have spent time on that never resulted in anything. And that isn't very fun. There is a lot of overtime that has been wasted.” [Sh] The effect was not as serious for the system testing at the Product Unit; they had to adjust their test plans accordingly.

**E2: Quality issues** (all)

An effect of overscoping that was mentioned by Pd, Se, Sf and Sg, i.e. all the roles involved in the late phases of the
Overscoping also results in effort and time being expensive, not just considering the cost of fixing the quality issues, but also in reduced market shares, decreased brand value etc. Overscoping also results in effort and time being wasted on features that are started, but never completed due to being descoped, that in turn leads to a long-term effect of reduced staff motivation. The communication gap between the Requirements Unit and the Software Unit causes a lot of problems, among others that the Software Unit sees a need to define their own roadmap in addition to the roadmap of the Requirements Unit and spend resources on developing functionality in parallel to the development projects. The contrast between the RT leaders’ opinion that Software Unit capacity is very low and the experience from the DT that development cost efforts were not respected is very interesting and at least shows that there is a lack in understanding each other’s viewpoint around cost. If the development capacity really is low is a different issue.

The nature of the business domain with a lot of changes and high market pressure requires an organizational set-up and process that is suitable for handling change in an efficient and cost-effective way. The current process has been designed to handle change, but does not do so sufficiently well. It needs to be more agile, while at the same time handle the complexities of developing embedded software in a large setting. As one interviewee stated: "The waterfall approach is good from a preparation perspective, if you can then stick to what is planned, but since we live in a world that changes a lot it doesn't work after all."

As for every study there are limitations that should be discussed or addressed. In our case, we discuss limitations of the research design in Section II, while in this section we discuss other limitations and threats to validity, based on guidelines provided by Robson [27]. The main threat to description validity is to provide a valid description of what interviewees said and meant. This threat was addressed by making audio recordings of all interviews and transcribing them. Before analyzing the full material the transcripts will be sent back to the interviewees to check for misinterpretations and other errors. Considering the threats to valid interpretation, the main issue has been not to impose the understanding of the main challenges and their causes and effects derived from the pre-study on the interviewees. To address this threat, the question on each challenge (of which overscoping was one) were formulated in an open and indirect way so that the interviewee could have a chance to express her own opinion about a certain fact without immediately focusing on judging if a mentioned cause is relevant or not. Also, the open questions allowed identification of the sixth cause which confirms that our predefined categories were subjected to checking of their appropriateness and extended. To enhance reliability of the results by minimizing the number of transcription errors, the person transcribing all the interviews was always present at the interviews and taking notes during the interview. Moreover, this person worked for the case company at the time of the study (and has done so for several years) which means that the person has extensive knowledge and experience about the company culture and language, enabling the richness and the level of detail resulting from the study. A possible source of unreliability is related to

In this section, we provide our interpretation and discussion of achieved results, concluded by discussing the limitations of this study. In general, we interpret overscoping to be a challenge for the case company caused by a number of different factors mainly originating from the nature of a market-driven business domain, but also due to communication gaps and organizational structures within the company. The study identified that the scope is mainly set from a technology focus, rather than a business perspective, due to lack of strategy for software development. The effects of overscoping are serious, according to the interviewees. The most serious one being the impact it has on the quality of the end product. Delays and quality problems are expensive, not just considering the cost of fixing the quality issues, but also in reduced market shares, decreased brand value etc. Overscoping also results in effort and time being
Release planning, as a part of release management [32], is one of the most important and challenging [16] tasks in MDRE, since it deals with the essential question of what to develop and when, which is inherently related to the challenge of meeting customers’ demands [2]. While doing release planning, a Software Product Manager has to look ahead and plan the content of several software product releases [13] and provide right products at the right time to users. Even though much research has been carried out in the area of release planning, including various techniques to assist in selecting which requirements to include and exclude from the scope of the upcoming release [16][18][24], other core functions of this process, like scope management have been less explored [32]. Moreover, many of the techniques proposed and used to prioritize requirements [1][16][18] focus on setting the scope of the next project as a discrete activity, or in the series of releases [12], while our previous work reported that scoping can be a continuous activity that can last throughout the entire project lifecycle [33]. In addition, many of the prioritization techniques assume that the set of candidates to select from is known ‘a priori’ which in a MDRE context with a constant flow of incoming requirements is hard to ensure [24]. The result may be a situation of overscoping when more requirements are included into the scope than the project can handle.

In this paper, we report on an interview study that aims to understand causes and effects of overscoping. The interview study has been preceded by a pre-study at the case company that identified possible causes of overscoping, as well as, effects of overscoping. The results from the pre-study were discussed, extended and validated during nine in-depth interviews with practitioners working with requirements engineering, software development and product testing. Our responders mostly confirmed five assumed causes of overscoping and stressed the need for a sixth cause of overscoping, namely unclear vision of overall goal. Additionally, this paper reports on root causes for overscoping and provides a list of five possible effects of overscoping mentioned by our responders.

Future work includes complementing the analysis of the full interview material on other challenges in requirements engineering, including their causes and root causes. It is also planned to analyze how different challenges are interconnected. Furthermore, we plan to investigate how aspects such as organizational set-up, software development model (agile or waterfall) and application of different software engineering methods affect the challenges and their causes and root causes both within the case company, and in a broader context. This requires widening the research to also include other software development companies.
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